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## 요 약


#### Abstract

최근 컴퓨텅 환경은 퉁합되는 개방형 시스템으로 변모하고 있다. 기존 시스템에서는 다양한 개발 환경을 지원하지 못하고 있으며, 다양한 산출물(클래스 부품, 다이어그램, 양식, 킴포넌트)에 대한 효율적인 관리를 못하는 단점이 있다. 또한 산출물에 있어서 연졀퐌계률 서로 관련성 있는 사항을 참조 못하고 있으며 객체 내부의 관계를 정의 할 수 없어서 산출물에 대한 이해도가 부족으로 객체지향 프로그램에 필요한 쿄드 로 생성하지 못하고 있다. 따라서 본 논문에서는 산출물 객체의 효율적인 관리를 위한 통합 관리 모델을 이용한 객체 관리 저장소 설계기법을 제시하고, 버전 관리와 연결관계 상호관련기를 두어 객체내부 관계와 서로 관련성을 개발자가 쉽게 파악하여 재사용함으로서 개발자는 어플리 케이션에 관련된 부분만을 개발할 수 있도록 지원한다. 객쳬 관리 저장소를 네 가지 단계로 설계함으로서 단점을 보완하고 클래스이해와 산출 몰 정보를 쉽게 표현할 수 있어 클래스를 생성할 수 있도록 하여 재사용의 효율성을 향상 시켰다. 또한 새로운 소프트웨어 개발에 생산성을 향상시키기 위한 것이 본 연구의 목적이다. 향후 시스템의 통합에 잇점인 소프트웨어의 재사용성을 극대화하여 생산성을 향상시키는 프로토타 이핑을 지원핲 것으로 기대된다.
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#### Abstract

Lately computing environment is changing into integrating open system. This paper proposes Integrated Management Model to improve productivity about new software development. The model is divided by Management Model to deal with the rapidly changing environment effectively into three layers: the first layer classifies and displays information to users, the second layer controls function, the integration and management layer, and the last layer manages data, the object management storage layer. So it designs of Efficient Object Management Repository Using Integration Management Model. This might support afterward prototyping in maximizing the reuse of software, which is advantage to the integration of the system, and in promoting its productivity.
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## 1. 서 론

최근에 객체 지향 기법이 확산되고 있다. 1980 년대 중반부터 소프 트웨어 위기의 극복을 위해 대두된 객체 지향 패러다임(objectoriented paradigm)의 영향에 의해 객체 지향 프로그래밍 언어와 객체 지향 소프트웨어 공학 기술이 급속도로 발전하고 있다. 객체 지향 소프트웨어의 개발을 위한 객체 지향 소프트웨어 공학 방법 론으로는 1995년 이후로 Rumbaugh의 OMT(Object Modeling Technique), Jacobson의 Objectory, Booch의 OOA/OOD, 이들의 방법을 취합한 UML(Unified Modeling Lanague)둥이 다양하게 제

[^0]시되었다[1-3, 7, 8].
객체 지향 소프트웨어 개발하는데 필요한 많은 객체들이 요구되고 있으며, 그 과정 중에서 문서, 다이어그램, 원시 코드, 방법론 정보, 설계 패턴둥의 프레임워크, 사용자 인터 페이스 객체, 데이터베이스 스키마 둥의 다양한 산출물이 생성되고, 이러한 객체들을 효율적으로 저장, 관리, 검색, 재사용하는 모델이 필요하게 되었다. 과거 대부분의 제품은 Microsoft 플랫폼에 종속적이며, 현재 Visual Basic 개발 환경을 위한 컴포넌트(component)의 지원과 탐색을 위주로 지원하고 있어 $\mathrm{C}++$ 이나 Java와 같은 다양한 개발 환경을 지원하지 못하고 있고, 다양한 산출물을 모두 관리하지 못 하는 단점이 있다.
"재사용을 위한 처리기"[9] 역시 텍스트적인 방법론으로 구조적 방법른을 사용한 Teamwork[3]과 비교하고 있다. 클래스 부품의 추출과정에 있어서는 클래스들의 계충관계 를 나타내는 추출 Viewer 기능이 정보의 표현에 한정되어 있어서 부품들의 생성, 삭제, 삽입 기능이 없어서 그 호율 성이 떨어지고 있다. 또한 클래스 추출에 있어서 관련성 있 는 사항을 함께 추출하지 못하는 단점이 있고, 객체 모델을 객체지향 프로그램에 필요한 코드로 생성하지 못하고 있다. 따라서 클래스 부품올 보다 효율적으로 저장하기 위한 객 체를 추출하는 동시에 연결관계를 형성할 수 있는 기능올 추가하며 객체와 객체간, 객체 내부간의 모델링과 저장, 관 리, 검색하는 과정에서 개발자가 필요한 사항을 빠르게 재 사용할 수 있는 효율적인 객체 관리 저장소가 필요하게 되 었고 이를 지원하는 템플리트 라이브러리 관리가 필요하게 되었다[4-6].
따라서 본 논문에서는 이러한 문제점을 개선하기 위하여 클래스 부품의 분석 정보를 규칙적이고 효율적으로 저장하고 Viewer 기능울 이용해 재사용성을 향상시킬 수 있도록 클래 스 부품의 다양한 정보를 제공하는 동시에 연결 관계에서 구 헌하기 어려운 양방향 관련성도 쉽게 정의 할 수 있도록 버 전단계와 "연결관계 상호 관련기"를 두었다. 기존의 정보 저 장소의 단점을 보완하고 객체 관리 저장소를 설계하여 데이 터 단계, 프로세스 단계, 뷰어 단계, 버전 단계로 세분화하였 다. 버전단계는 객체 지향 프로그램에 필요한 코드로 생성하 기 위해서 객체모델의 모델링을 객체와 객체간 및 내부간의 관계를 형성 관리하는 단계를 형성한다.
본 논문의 목적은 다음과 같다. 첫 번째는 통합 관리 모 델을 이용해서 객체 지향 소프트웨어 공학 프로세스에서 발생하는 산출물을 데이터 베이스화한 효율적인 객체 관리 저장소 설계하는 기법제시이다. 두 번째는 개발에 필요한 산출물들을 저장할 수 있는 모델제시이다. 세 번째는 기존 의 단점인 객체와 객체간의 구조와 객체간의 내부 모델간 의 관련된 정보가 없어서 효율적인 관리를 할 수 없었던 것을 객체 내부 메타 모델링하여 개발하는 필요한 산출물 들을 생성, 관리, 검색, 저장할 수 있는 객체저장소 모델을 제안하고, 설계하는 기법을 제시한다.
마지막으로는 객체 지향 소프트웨어 공학 프로세스에서 발생하는 다양한 산출물을 데이터베이스화하여 필요한 산 출물을 용이하게 검색하게 하고, 다양한 CASE 도구와 사 용자들이 이러한 산출물들을 동시에 공유하게 함으로써, 궁 극적으로 객체 지향 소프트웨어 개발의 생산성을 대폭 개 선시키는 데 있다.

## 2. 관련 연구

## 2.1 모델링올 이용한 연결관계 관련성 관리자

"모델림 패턴을 이용한 연결관계 관련성 관리자"[10]에서

는 객체모델링의 가장 기본적인 관련성인 연결관계를 기반 으로 객체지향 프로그래밍에 필요한 코드를 생성하는 템플 리트에 대하여 정의하였다. 이러한 템플리트를 활용하여 클 래스를 구현하면 연결 관계와 클래스의 본질간올 분리할 수 있으며, 양방향 관련성을 정의 할 수 있고, 연결관계 정 의의 일관성을 보장 할 수 있다. 그러나 프로그래머가 연결 관계의 템플리트를 이해하고 모델에 필요한 연결관계를 직 접 템플리트를 활용하여 구현해야 한다면 이는 패턴을 이 해하고 이를 자신의 문제에 활용하는 만큼의 노력이 요구 될 수도 있다. 프로그래머가 템플리트를 활용하는 방법을 습득하기 위한 노력을 줄여 주고 어플리케이션에 관련된 부분만을 개발할 수 있도록 지원하고, 변경이 발생하는 연 결관계에 따라 템플리트에 의해 개발된 코드의 변경올 책 임지는 연결 관계 관련성 도구가 연결 관계 관련성 관리자 다. 연결관계 관련성 관리자[10]는 두 가지 서브 시스템으 로 나뉜다. 서브 시스템 관련성 모델 와 서브 시스템 통신 모델이다.

서브 시스템 관련성 모델(Subsystem Relationship Model) 은 서브시스템에 대한 전체 객체 관련성 다이아 그램을 표현하 는 것이고, 서브 시스템 통신 모델(Subsystem Communication $\mathrm{Model})$ 은 서브 시스템간의 메시지를 주고받는 관계를 표현하고 있다.

이들 세 모델 역시 분석 단계의 객체 단위의 정보 모델, 통신 모델을 서브 시스템 단위의 모텔로 확장한 것이다. 이 에 따른 시스템 설계의 산물로 서브 시스템간의 관련성 모 델로 표시한 것이고, 상위 수준의 메시지 솧수신 관계를 설 명한 것이 서브 시스템간의 통신 모텔이다.

## 2.2 정보 저장소

정보저장소[11]는 저장되는 각각의 클래스 정보를 데이터 (Data), 프로세스(Process), 뷰어(Viewer)의 3단계로 분류하 여 구성하였다. 데이터는 구문분석으로 추출된 객체의 클래 스 단위로 이루어진다. 프로세스 수행 과정은 소스 코드를 읽어 각 클래스를 추출하여 클래스 사이의 관계를 계층적 으로 표현해 준다. 이때 각 클래스는 자신이 가지고 있는 부품 정보(클래스명, 멤버함수, 속성, 원시코드)와 함께 추 출된다. 사용자는 클래스 계층도에서 자신이 원하는 클래스 를 삭제하고 추가하는 기능을 이용하여 새로운 계총도를 만들 수 있다. 정보저장소는 크게 개체의 정보와 다이어그 램 정보로 구성된다. 객체의 정보는 클래스, 멤버함수 (method), 데이터 형(data_type)으로 구성되어 구문분석 단 계에서 DB 파일에 저장된다. 다이어그램 정보는 기호 (symbol), 사건(event), 관계정보(relation_information), 위치 (location), 클래스의 수(class_number) 둥으로 구성된다. 다 이어그램 정보를 이용하여 그래픽으로 표현할 때 나타나는 객체들은 객체 내부의 정보뿐만 아니라 객체들 사이의 상

속관계 정보와 이의 표현을 위한 위치정보도 포함하고 있 어야한다. 이들 정보를 바탕으로 새롭게 생성된 객체들을 다시 계층도로 표현해야 하기 때문이다. 이처럼 정보저장소 는 구문분석을 통한 클래스 정보와 View를 위한 정보로 구 성된다.

### 2.3 UML(Unified Modeling Language)

UML은 소프트웨어 시스템이나 Business Modeling 그리 고 기타의 비 소프트웨어 시스템 둥을 나타내는 산출물들 을 구체화하고, 시각화하고, 구축하고, 문서화하기 위해 만 들어진 언어로서, 복잡하고 거대한 시스템을 모델링함에 있 어 성공적으로 중명된 공학적인 경험들을 포함하고 있다. UML은 OMT, Booch, OOSE/Jacobson에서 발견되는 모델 링 언어의 장점들을 계승하여 만든 언어이고, 객체 기술에 관한 국제 표준화 기구인 OMG (Object Management Group) 에서 표준화로 인정하고 있으며 따라서 산업표준으로 정착하 고 있는 실정이다[2,7].

## 3. 통합 관리 모델

통합 객채 관리 모델[12]을 더 확장한 것이 통합 관리 모 델(Integrated Management Model)이다.
(그림 1)은 통합 관리 모델 전체 구성을 나타낸 것으로 세 가지 계충으로 구성되는데, 위 계층을 프로세싱 관리 계 층, 가운데 계충을 통합 관리기 계층(I-CASE Manager), 아래 계층을 객체 저장소 관리 계충이다.

(그림 1) 통합 관리 모델 전체 구성도
첫 번째는 프로세싱 관리 계층이다. 산출물의 분류, 설계, 분석, 적용에 필요한 곳을 다룬다.

두 번째는 둥합 관리기 계충이다. 기존 시스템과 통합 및 표준화 작업, 산출물들을 제어하는 제어기능으로 분산 객체 환경에 적합한 구조로 이기종간 쉽게 통합할 수 있다.

(그림 2) 퉁합 관리기(I-CASE M) 구성도
세 번째는 객체 저장소 관리 계충이다. 이것은 급변하는 소프트웨어 환경에 대처하고 객체관리를 효율적으로 관리 하며 개발에 필요한 산출물들을 저장할 수 있는 객채저장 소 관리 계층이다. 즉, 데이터를 관리하고 객체 지향 소프 트웨어 공학 프로세스에 의해 생성되는 제반 산출물을 객 체 형태로 통합 관리하는 데이터베이스이다.

본 연구에서는 통합 관리 모델 중 세 번째 계층인 객체 관 리 저장소를 더욱 보강하고 세분화하여 개발자가 다양한 산출 물을 재사용 할 수 있도록 추출단계에서 재구성 단계로 가고 다시 저장단계에서 검색단계로 가는 순환 기능을 더욱 강화하 여 개발자가 필요한 사항을 쉽게 추출,검색, 관리, 저장하여 소프트웨어 개발의 생산성을 더욱 높일 수 있도록 시스템올 제시한다. 객체 관리 저장소는 저장되는 각각의 클래스 정보 를 [11]에서 제안한 데이터(Data)단계, 프로세스(Process)단계, 뷰어(Viewer)단계를 기본으로 하고, 메타모델링 과정을 반영 한 버전(Version)단계을 더 추가시킨 것이다.
객체 관리 저장소의 설계를 제시한 목적은 다음과 같다.
첫째는 [11]의 단점올 보완하기 위하여 클래스 부품의 정 보화를 다양화하고 규칙화하는 설계 기법을 제시한다. 각 클래스와의 상속관계를 중심으로 정보를 추출하고, 동시에 자체정보, 관계정보, 다이어그램 정보를 클래스 원시코드에 적용시켜 새로운 클래스 생성, 기존의 클래스 삭제, 삽입이 가능하도록 했다. 둘째는 각 클래스와의 관계를 쉽게 알 수 있도록 "연결 관계 상호 관련기"로 하여금 관계 정보를 제 시하고 이것은 웅용 모델에서 연결관계는 지속적으로 변화 가 일어날 수 있어 개발자가 신속한 연결 관계를 알 수 있 도록 객체 정보를 상세화한 것이다.

## 4. 객체 관리 저장소 설계

본 연구에서는 [12]에서 제안한 통합 객체 관리 모델올 이용해서 객체 관리 저장소를 설계하는데 효율적인 객체 관리를 위해서 객체에 대한 메타 모델링, 객체간의 관계에 대한 메타 모델링, 객체내부에 대한 메타 모델링이 진행되 어야 한다. 이것이 버전단계이다. 객체 관리 저장소는 정보 저장소[11]를 더 확장시킨 것으로 객체 관리 저장소 모델을 제안하고, 설계 기법을 제시한다. 객체 관리 저장소의 전체

구성은 (그림 3)과 같다. 이젓은 저장되는 각각의 클래스 정 보를 데이터(Data)단계, 프로세스(Process)단계, 뷰어(Viewer) 단계, 버전(Version)단계의 4단계로 구성돼 있다.

## 4.1 데이터 단계 설계

데이터 단계는 구문분석으로 추출된 객채의 클래스 단위 로 이루어진다. 이들 정보를 바탕으로 새롭게 생성된 객체 들을 다시 계층도로 표현해야 하기 때문이다. 이처럼 정보 저구문분석올 통한 클래스 정보와 View를 위한 정보를 제 공하는 단계이다. 이 단계에서는 클래스 구문 분석/ 정보 추출/ 클래스 명 추출[11]의 방법올 적용했다. 다른 방법으 로는 컴파일러나 프로그램 도구 내에 이미 내재된 것도 많 이 볼 수 있다. 그 속성 값만 읽어 내면 쉽게 구할 수 있는 부분이기 때문에 본 논문에서는 생략하기로 한다.

(그림 3) 객체 저장소 모델

## 4.2 프로세서 및 View 단계 설계

프로세스 단계는 소스 코드를 읽어 각 클래스를 추출하 여 클래스 사이의 관계(relationship)를 계충적으로 표현해 주며, 클래스의 구문분석과 View를 위한 정보를 처리하는 과정이다. View 단계는 각 클래스를 자신이 가지고 있는 부품 정보(클래스 이름, 클래스 식별자, 속성 리스트, 슈퍼 클래스와 서부 클래스, 상속관계, 행위 배열의 포인터둥)와 함께 추출하는 과정도 포함하고 있다. 또한 자신이 원하는 클래스를 삭제하고 추가하는 기능을 이용하여 새로운 계층 도를 만들어 주는 기능올 하는 단계이다. 그러나 [11]에서 는 연결관계의 관련사항이 매우 미약해서 클래스 정보와 클래스 사이의 관계정보, 기호정보, 위치정보를 통합 할 수 가 없었고 클래스자체를 재사용 할 수 없었다. 또한 연결관 계에서 구현하기 어려운 양방향 관련성도 쉽게 정의 할 수 없었다. 따라서 본 논문에서는 연결관련사항을 관리할 수 있는"연결 관계 상호 관련기"를 정의를 해서 템플리트 라 이브러리를 이용하여 상속관계와 클래스의 관계, 객체간의 연결관계를 세분화하고 이런 단점들을 해결한 것이 "연결

관계 상호 관련기"이다. 이것을 이용하면 개발자의 부담올 줄일 수 있었고 클래스 정보와 클래스 사이의 관계정보, 기 호정보, 위치정보를 통합해서 연결관계와 클래스의 본질간 을 분리할 수 있기 때문에 클래스 자체를 재사용하기가 매 우 용이하다. 지속적으로 변화가 일어날 때 연결관계 부분 에 대한 정의도 쉽게 변형할 수 있다. 또한 상속 및 관계의 상세화로 인한 재사용성을 극대화시킨 것이 장점이다. "연 결 관계 상호 관련기"는 각 연결관계를 추출하여 이에 관 련된 연결관계 인스탄스를 생성하며 또한 이에 해당하는 코드를 생성하여 어플리케이션에 동록하는 단계이다.

(그림 4) 연결 관계 상호관련기의 리스트 구조
(그림 4)는 연결 관계 상호 관련기를 생성블럭과 사용자 블록으로 나누어진 리스트 구조를 나타낸 것으로 사용자 블록은 사용자가 직접 정의한 코드를 의미하며, 포인터를 이용하여 서로 연결할 수 있다. 또한 생성블럭은 변형기에 의해 템플리트를 이용하여 생성한 코드를 의미하며, 서로 연결할 수 있도록 포인터를 이용한다.
"연결 관계 상호 관련기"는 [10]에서 언급한 연결관계 관 런성 관리자를 더 확장시킨 모델로 두 가지 서브 시스템으 로 나눤다. 하나는 서브 시스템 관련성 모텔(그림 5)이고 나머지 하나는 서브 시스템 통신 모델(그림 6)이다. (그림 5)은 서브시스템에 대한 전체적인 것을 객체 관점에서 서로 관련성이 있는 것을 다이어그램으로 표현하는 것이고, (그 림 6)은 서브 시스템간의 메시지를 주고받는 관계를 퉁신 관점에서 표현한 것으로, 상위 수준의 메시지 송수신 관계 를 설명한 것이다.
(그림 5) 및 (그림 6)에서와 같이 객체모델은 관리기의 일종인 편집기에 의해 작성되어 지고, 분석기에게 연결관계 추출을 요구하면 분석기는 모델에서 연결관계를 추출하여 이를 생성기를 통해 연결관계 인스탄스를 생성하도록 한다. 생성기는 통합 객체 모델을 퉁하여 객체와 객체 내부의 관 련사항을 파악하여 양방향의 관계를 파악한다. 또한 통합

객체 모델에서 연결 관계 인스탄스를 생성하여 연결 관계 상호 관련기를 통하여 서로 관련된 객체를 패턴 템플리트 라이브러리에 저장하여 추출, 검색한다. 또한 이에 해당하 는 코드를 생성하여 어플리케이션에 등록한다. 후에 다시 사용자가 편집기를 통하여 기존의 모델을 변경하면 분석기 는 변경 사항을 파악하여 메타모델을 통해 어플리케이션에 등록된 코드를 추적하여 해당되는 코드를 변경하고 연결관 계 상호 관리기에 등록한 인스탄스를 관리하는 것이다. 따 라서 "연결 관계 상호 관련기"는 다음과 같은 장점이 있다. 첫째, 연결관계와 클래스의 본질간, 또는 객체간을 분류할 수 있기 때문에 라이브러리에 저장된 템플리트를 활용하여 초기 프로그램 코드를 생성하도록 지원한다. 둘째, 수퍼 클 래스와 서브 클래스간을 쉽게 알 수 있기 때문에 연결관계 변화를 개발자가 직접 수정하는 노력을 줄여준다.

(그림 5) 서브 시스템간의 관련성 모델

(그림 6) 서브 시스템간의 통신 모델

### 4.2.1 편집기 설계

편집기는 "연결 관계 상호 관련기"를 작성 및 수정할 수 있도록 지원하는 서브시스템으로 추후 생성한 템퓰리트 기 반 코드와 연계성을 관리하기 위한 구조가 필요하고, 객체 관리 저장소에 저장시키기 위한 권리 구조로 다음과 같은 구조를 가져야 한다.
(a) 각 클래스에 대한 저장 구조

| 클래 <br> 스 <br> 이름 | 클래스 식별자 | 속 성 | 슈 퍼 클래스 | 서 브 클래스 | 상속 <br> 관계 | 행위 <br> 배열 <br> 로의 <br> 포인 <br> 터 | 역할 겨체 <br> 리스트로의 <br> 포 인 터 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |

(b) 역할 객체에 대한 저장 구조

| 역할 | ThisClass | Participant | Associative | 다 | 선 | Delegation |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 갱채 | 행 |  |  |  |  |  |
| 식렬 | 로의 | Class | Class | 중 | 택 | 핀래스로의 |
| 자 | 로의 | 로의 | 포 인 터 | 포 인 터 | 정 | 포 인 터 |

(c) 행위 배열

| 클래스 이롬 | 인 덱 스 | 함수 포인터 |
| :---: | :---: | :---: |

(d) Delegation 행위 클래스

| 이 | ThisClass <br> 로의 <br> 포인터 | Participant <br> Class로의 <br> 포인터 | ToDelegation <br> 행위로의 <br> 포인터 | FromDelegation <br> 행위로의 <br> 포인터 |
| :---: | :---: | :---: | :---: | :---: |

(e) 산출물 객체에 대한 저장 구조

| 클래 <br> 스 <br> 이름 | 산출 <br> 멸실 <br> 별자 | 활성 <br> 값 | 설명 | 행위배열로의 <br> 포인터 | 역할 <br> 객체리스트로의 <br> 포인터 | 작성 <br> 자 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 작성시간 <br> 낱짜 |  |  |  |  |  |  |

(그림 7) 객체 저장소에 저장시키기 위한 관리 구조
편집기에 의해 작성된 모델은 분석기에 의해 분석되고, 저장되며 이렇게 저장된 형태는 다시 생성기에 의해 수정 이 필요할 때 편집기에 의해 모델로 재구성된다.

### 4.2.2 검색기 설계


(그림 8) SARM

본 연구에서 점색기 설계 방법은 어휘문젤⿱ㄹ 피하면서 효 과적인 검색 결과를 얻기 위해 SARM（Spreading Activation Retrieval Method）［11］을 이용한다．
SARM에서는 항목과 연관 있는 문서들을 찾아내기 위해 활 성값을 이용한다．활성값은 각 항목과 문서들에 대해 계산되며 비슷한 값을 갖는 항목과 문서는 관련 있는 것으로 본다．

본 논문에서는 산출물 구조에 이 활성값을 저장함으로서 객체 관리 저장소의 검색시 적용한다．
SARM 은 비연속적인 시간 단위에 대웅하는 사이클에 대 한 문서와 항목의 활성 레벨에 의해 정의된다．시간 $t+1$ 일 때의 문서 $D_{i}$ 의 활성값은 다음과 같이 주어진다．
$D_{i}(t+1)= \begin{cases}\delta_{D_{i}} t+\Psi_{D_{i}}(t)\left(M-D_{i}(t)\right) & \text { if } \Psi_{D_{i}}(t)<0 \\ \delta_{D_{i}} t+\Psi_{D_{i}}(t)\left(D_{i}(t)-m\right) & \text { if } \Psi_{D_{i}}(t) \leq 0\end{cases}$
여기서 $\delta_{D i}(t)$ 는 decay rate에 의해서 감소된，시간이 $t$ 일 때의 활성값이다．이것은 아래와 같다．

$$
\delta_{D_{i}}=\left(1-\Theta_{D}\right) D_{i}(t)
$$

그리고，$\Psi_{D_{i}}(t)$ 는 시간 $t$ 에서 문서 i 에게 들어오는 입력 으로 다음과 같이 주어진다．

$$
\Psi_{D_{i}}(t)=\left(\frac{\bar{C}_{D}}{C_{D i}}\right)^{a_{D}} \sum_{j=1}^{n_{T}} W_{i j} U\left(T_{j}(t)\right)
$$

위 식에서 $U(x)$ 는 음수의 할성값을 결러내기 위한 함수로서 이 함수에 의해 음수의 활성값은 영향을 미치지 않게 된다．

$$
U(x)= \begin{cases}0 & \text { if } x \geq 0 \\ x & \text { if } x>0\end{cases}
$$

결과값은 -0.2 와 1 의 사이에서 활성값이 유지되는데 이 비대칭의 값은 양수 활성값의 흐름을 원활하게 하는데 요 구된다．
활성값을 계산하는데 사용되는 많은 파라미터들은＜표 $1>$ 에 정의되어 있다．

〈표 1〉SARM과 관련 있는 파라미터

| 기 호 | 정 |
| :--- | :--- |
| $n_{D}$ | 정보저장소의 전체 문서의 수 |
| $n_{T}$ | 정보저장소의 전체 항목의 수 |
| $w_{i j}$ | 항목 i 와 문서 j 의 연결강도 |
| $\theta_{D}$ | 문서 decay rate $=0.1$ |
| $\theta_{T}$ | 항목 decay rate $=0.25$ |
| $M$ | 최대 활성 값 $=1.0$ |
| $m$ | 최소 활성값 $=-0.2$ |
| $C_{D_{i}}$ | 문서 i 의 항목의 수 |
| $C_{T j}$ | 항목 j의 문서 수 |
| $a_{D}$ | 문서 fan－in exponent $=0.1$ |
| $a_{T}$ | 항목 fan－in exponent $=0.3$ |
| هff | 항목 j 의 문서 빈도 |

## 4.3 버전 관리

본 논문에서는 통합 관리 모델 중에서 객체 관리 저장소 를 설계하는 마지막 단계로［11］의 단점을 보완하기 위해서 클래스의 상호관계와 메타모델링（meta－modeling）기반으로 한 객체와 객체간의 관계，개체 내부간의 관계를 더 보완한 것이가 버전관리 단계이다．이 단계는 정보의 상세화와 연 결관계에서 구현하기 어려운 양방향 관련성도 쉽게 정의할 수 있게 설계한다．이 과정은 다음과 같은 과정을 한다．첫 째로는 산출물 객체에 대한 메타 모델링이 이루어져야 하 고 둘째로는 산출물 객체간의 관계에 대한 메타 모델링 하 여 객체간의 관계를 나타낸 것이다．마지막으로는 객체 내 부에 대한 메타 모델링이 진행되어야 한다．메타 모델링 결 과는 UML을 포함하여 네트워크 기반 객체 지향 개발 방법 론의 제반 산출물을 텍스트 형태로 기술할 수 있도록 한다． 또한 버전 관리 단계의 수행과정은 객체지향 소프트웨어 공학 프로세서에 의해 생성되는 제반 산출물을 객체 형태 로 통합 관리하는 단계이다．이 버전 관리 단계는 객체지향 다이어그램에서 표현되는 그래픽 의미를 객체저장소에 저 장하여 이 저장소로부터 계층화가 이루어지고，클래스 부품 의 계층화를 통한 분석된 도메인 정보를 손쉽게 추가，삭제 하는 둥의 작업으로 소프트웨어 재사용의 효율성을 보이도 록 하였다

4．3．1 버전관계에서 개게와 객체간 관계의 메타모델링
클래스정보와 클래스 사이의 관계정보가 객체저장소에 저장된다．이때 이들 정보는 객체지향 다이어그램 도구를 위한 정보로 변환시켜야한다．이들 정보는 클래스 정보와 클래스 사이의 관계정보，기호정보，위치정보，다이어그램의 내부 구조 정보를 통합한다．

주요 산출물에 대한 메타 모델링을 수행하는데 크게 세 가지가 있다．그 하나가 다이어그램이고 둘은 양식이며，마 지막으로는 컴포넌트이다．이들 주요 산출물 객체는 클래스 객체의 서브클래스로 모델링된다．클래스 객체는 산출물들 의 버전관리를 위해 버전 관계（version relationship）를 표현 하는데 부모 버전과 아들 버전의 관계를 형성시킬 수 있으 며，연결 관계 정보를 함께 형성한다．

```
abstract class Object
attribute :
        object_id Oid;
        version_number Number;
        parent_version Oid;
        child_version setof Oid;
        relation_version setof Oid;
    method :
        derive() returns Object;
        get_parent_version() returns Object;
        get_child_version() returns Set<Object>;
    get_relation_version() returns Set<Object>;
```

```
    class_method :
    new() returns Object;
)
```

(리스트 1) 버전 관계의 연결 관계표현
클래스는 Product는 산출물올 의미한다. 이 클래스에는 다이어그램, 양식, 컴포넌트에 공통적인 정보들, 즉 설명 속 성들이 포합되어 있다. 여기에는 산출물의 번호(id), 종류 (name), 설명(description), 연결관계 정보(relation), 작성자 (creator), 작성시간날짜(create_time)둥의 검색을 위한 속성 들이 포함된다.

```
abstract class Product : Object
{ attribute :
    id Numer;
        name String;
        description String;
        relation String;
        creator String;
        create_time Time stamp;
        file_name char(20);
)
```

(리스트 2) 산출물 관계의 속성둩
클래스 Diagram은 다이어그램의 원본 내용을, 클래스 Form은 양식의 원본 내용을 클래스 Component는 컴포넌 트의 원본 내용을 해석 없이 저장한다. 여기에서는 순수 내 용만을 저장하여 설계하기전의 정보를 저장하는 단계이다. 예로서 다이어 그램에는 순수 내용만올 저장하는 것과 관 계정보의 내용올 포함하는 다이어그램 관계정보가 있다.

```
class Diagram : Product
{
    attribute :
    content Graphic;
}
class Form : Product
{
    attribute :
        content Text;
}
class Component : Product
{
    attribute :
        content BLOB;
        parent_component Oid;
        child_component setof Oid;
        relation_component Oid
    method :
        derive() retums Object;
        get_parent_component() returns Object;
        get_child_component() returns Object
        get_child_component() returns Object
        Set<Object>;
)
```

(리스트 3) 다이어 그램, 양식, 컴포넌트의 상속 관계

클래스가 컴포넌트 내부에는 컴포넌트의 형상 관리를 위한 속성과 메소드가 포함되어 있다. 속성 parent_component는 해당 컴포넌트를 포함하고 있는 상위 레뻴의 컴포넌트를 표 현하고, 속성 child_component는 해당 컴포넌트가 포함하고 있는 하위 레벨의 컴포넌트를 표현한다. 이러한 메타모델링 결과를 UML로 표현하면 (그림 9)과 같다.

(그림 9) 객체 관계의 내부메타모뎀링의 UML 표현
4.3.2 버전관계에서 객체 내부의 메타모델링과 연결관계 객체 내부의 메타모텔링에서는 양식이나 다이어그램의 내 부 내용 구조를 세부적으로 표현하거나, 특정 양식이나 다이 어그램간에 존재하는 종속(dependency) 관계를 표현 할 수 있다. 따라서, 클래스 다이어그램과 상태 다이어그램 사이에 는 종속 관계가 성립한다. 즉, 역할과 행위도 포합시킬 수 있으며, 클래스 다이어그램에 속한 각 클래스들은 하나의 상태 다이어그램과 연결되어 있다. 클래스 다이어그램이 삭 제되면 앞에서 언급한 역할 포인터와 행위 포인터에 의해 서 이에 대한 상태 다이어그램들도 삭제되는데 자동적으로 이루어지도록 설계혔다. 이것은 항상 포인터를 저장하고 있 기 때문에 가능하다. 또한 PART-OF 관계와 종속 관계가 동시에 성립하고 있는데 이러한 관계는 상태다이어그램으 로 성립되고 (리스트 4)와 같이 표현할 수 있다.

```
part of relationship
{ containing : Class_Diagram;
    contained : setof[1..*] State_Diagram dependent;
    contained : setof[1..*] relation_Diagram dependent; )
```

(리스트 4) 종속 관계 표현

## 5. 적용 사례 및 비교 분석

본 연구는 통합 관리 모델을 이용한 효율적인 객체 관리

저장소 설계기법을 제시하고 기존 시스템과 비교 분석하였 다．클래스 부품의 정보분석과 추출 View 기능에 대한 기존 시스템들과의 비교가 부품성격，부품의 구성항목，재사용방 법，Viewer 기능 등의 특성들올 기준으로 하여＜표 2 〉에 나 타나 있다．기존 시스템은 데이터，프로세스，Viewer로 구성 되며 클래스 부품，구성요소，계층도를 보여주고 재사용 가능 한 객체를 분석하여 이들 클래스 정보와 클래스 사이의 관계 정보만을 이용하지만 본 연구의 객체 관리 저장소는 버전 관 리와＂연결관계 상호 관련기＂를 두어 객체내부 관계와 서로 관련성을 개발자가 쉽게 파악하여 재사용함으로서 클래스 수정환경에서 개발자는 어플리케이션에 관련된 부분만을 개발할 수 있도록 지원하게 설계한다．또한 기존 시스템에 서의 재사용 가능 부품을 다이어그램으로 표현하였지만 본 연구의 객체 관리 저장소는 클래스 다이어그램과 상태 다 이어그램 사이에는 중속 관계로 역할과 행위도 포함시킬 수 있으며，클래스 다이어그램에 속한 각 클래스들은 하나 의 상태 다이어그램과 연결되어 있다．구성 정보를 이용하 여 클래스의 생성이 가능하도록 하여 시스템 설계시 그 효 율성을 높이도록 설계하였다．

〈표 2〉기존의 시스템과 비교

| 시스벰 함 목 | 부품성격 | 구성항목 | 제사용 <br> 방 법 | Viewer |
| :---: | :---: | :---: | :---: | :---: |
| Repository MVS | 함 수 | $\begin{aligned} & \hline \hline \text { ㅎㅏㅏ수형 } \\ & \text { 데이터형 } \end{aligned}$ | 합수호출 | 추상하 명서화 |
| DDM | 클래스 | 클래스 | $\begin{aligned} & \text { 제한적 } \\ & \text { 라이브리 } \\ & \text { 제궁 } \end{aligned}$ | $\times$ |
| Teamwork ［3］ | 함 수 | 함수형 <br> 데이터혐 | $\times$ | $\times$ |
| CARS | 클래스 | 클래스 | 개체의 생성상속 | 클래스 계흥구조 |
| 재사용 <br> 처리기［9］ | 함 수 | 함수형 <br> 데이터쳥 | 텍스트 명령어를 이용한 <br> 재사용 | $\times$ |
| $\begin{aligned} & \text { 객체의 } \\ & \text { 추출과 } \\ & \text { 이해[11] } \end{aligned}$ | 클래스 | 클래스 상세정보 | 객체의 생성상속 | 클레스 계층구조， 클래스 구성요소， 프로토타입 생성 |
| 본 논문의 설계 방법 | 클래스 | 클래스 상세정보， 함수형 | 객체의 생성상속， 버전관리 | 연결관계 관련기， 객체내부관계 버전관리，클래스， 계충구조． |

비표 분석 측면에서 보면＂재사용 처리기［9］＂의 재사용 처리기는 수작업을 통한 언어 처리기로 구성되어 있어서 프롬프트 상에서의 몀령어를 통하여 재사용 부품을 생성하 나，부품을 명세서로 국한시키기 때문에 실질적인 부품 재 사용이라 할 수 없고，또한＂객체지향 클래스 라이브러리 시스템［11］＂은 클래스의 다중 상속에 대한 객체의 이해도가 부족하다．그리고 Teamwork［3］은 구조적 설계방법과 OOA 기능이 뛰어나지만 재사용성에 있어서는 구조적 분석기법

을 퉁한 프로세스 참조 기능뿐이다．본 연구는 클래스의 이 해를 위한 클래스 계충도의 다중 상속 관계를 표현하였다． 또한 클래스의 다중상속（Multiple Inheritance）관계를 클래 스 사이에 하나이상의 라인 기호로 나타내어 프로그램의 이해도를 높이도록 하고 객체 클래스 내부 계층도에 심볼 ＂1．．．＊＂를 이용하여 프로그램의 구조를 윕게 이해할 수 있도 록 하였다．클래스 생성（Create）기능에서는 생성 과정에 프 로토타입을 제공함으로서 상속관계 정보를 이용한 클래스 계 층도를 쉽게 구성 할 수 있도록 하였다．（그림 11）과（그림 12）는 클래스 생성과 클래스 구성요소를 나타낸 것이다．

（그림 11）클래스 생성

（그림 12）클래스 구성요소

## 6．결 푼

본 논문에서는 통합 객체 관리 모델을 중심으로 한 객체 관리 저장소 설계 방법을 제시한다．새로운 소프트웨어 요 구시 이전의 유사한 도메인 분석을 통하여 클래스 부품 재 사용을 위한 객체 관리 저장소를 데이터（data），프로세스 （process），뷰（viewer），버전관리（Version）로 분류하고 프로 그램 이해와 재사용을 위한＂연결 관련성 관리기＂의 기눙 을 강화시키고，객체들의 산출물을 효율적으로 관리 할 수 있도록 하였다．

본 연구에서 객체관리를 효율적으로 관리하고，객체들의 내부 관계성을 표현함으로서，기존의 시스템들의 단점인 정 보의 표헌에 한정되어 있는 것을 극복시킬 수 있었다．템플 리트를 활용했으며，연결관계가 변화할 때마다 이에 필요한 참조관계를 정의해 주어야 하고，이전의 참조관계를 삭제하 는 일을 프로그래머가 하지 않도록 지원하는 것이다．기존

의 단점인 객채와 객체간의 구조와 객체간의 내부 모델간 의 관련된 정보가 없는것을 객체 내부 메타 모델링하여 개 발하는데 필요한 산출물들을 생성, 관리, 검색, 저장할 수 있는 객체 관리 저장소 모델올 제안하고, 설계하는 기법을 제시했다.
본 연구의 향후 과제는 이 모델을 기준으로 클래스 부품 의 재사용을 위한 시스템을 개발함으로서 통합 환경에서 부품의 다양한 정보를 이용할 수 있는 웹 재사용 시스템을 개발하는 것이다.
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